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Abstract

Many of the recent triumphs in machine learning are dependent on well-tuned
hyperparameters. This is particularly prominent in reinforcement learning (RL)
where a small change in the configuration can lead to failure. Despite the
importance of tuning hyperparameters, it remains expensive and is often done
in a naive and laborious way. A recent solution to this problem is Population
Based Training (PBT) which updates both weights and hyperparameters in a
single training run of a population of agents. PBT has been shown to be
particularly effective in RL, leading to widespread use in the field. However,
PBT lacks theoretical guarantees since it relies on random heuristics to explore
the hyperparameter space. This inefficiency means it typically requires vast
computational resources, which is prohibitive for many small and medium sized
labs. In this work, we introduce the first provably efficient PBT-style algorithm,
Population-Based Bandits (PB2). PB2 uses a probabilistic model to guide the search
in an efficient way, making it possible to discover high performing hyperparameter
configurations with far fewer agents than typically required by PBT. We show in
a series of RL experiments that PB2 is able to achieve high performance with a
modest computational budget.

1 Introduction

Deep neural networks [22, 26, 38] have achieved remarkable success in a variety of fields. Some
of the most notable results have come in reinforcement learning (RL), where the last decade has
seen a series of significant achievements in games [60, 48, 8] and robotics [51, 33]. However, it
is notoriously difficult to reproduce RL results, often requiring excessive trial-and-error to find the
optimal hyperparameter configurations [6, 24, 50].

This has led to a surge in popularity for Automated Machine Learning (AutoML, [29]), which seeks
to automate the training of machine learning models. A key component in AutoML is automatic
hyperparameter selection [7, 47], where popular approaches include Bayesian Optimization (BO,
[10, 25, 49]) and Evolutionary Algorithms (EAs, [12, 27]). Using automated methods for RL
(AutoRL) is crucial for accessibility and for generalization, since different environments typically
require totally different hyperparameters [24]. Furthermore, it may even be possible to improve
performance of existing methods using learned parameters. In fact, BO was revealed to play a
valuable role in AlphaGo, improving the win percentage before the final match with Lee Sedol [13].

A particularly promising approach, Population Based Training (PBT, [32, 39]), showed it is possible
to achieve impressive performance by updating both weights and hyperparameters during a single
training run of a population of agents. PBT works in a similar fashion to a human observing
experiments, periodically replacing weaker performers with superior ones. PBT has shown to be
particularly effective in reinforcement learning, and has been used in a series of recent works to
improve performance [56, 44, 17, 31].
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Figure 1: Population-Based Bandit Optimization: a population of agents is trained in parallel. Each agent has
weights (grey) and hyperparameters (blue). The agents are evaluated periodically (orange bar), and if an agent is
underperforming, it’s weights are replaced by randomly copying one of the better performing agents, and its
hyperparameters are selected using Bayesian Optimization.

However, PBT’s Achilles heel comes from its reliance on heuristics for exploring the hyperparameter
space. This essentially creates new meta-parameters, which need to be tuned. In many cases, PBT
underperforms a random baseline without vast computational resources, since small populations
can collapse to a suboptimal mode. In addition, PBT lacks theoretical grounding, given that greedy
exploration methods suffer from unbounded regret.

Our key contribution is the first provably efficient PBT-style algorithm, Population-Based Bandit
Optimization, or PB2 (Fig. 1). To do this, we draw the connection between maximizing the reward in
a PBT-style training procedure to minimizing the regret in bandit optimization [61, 14]. Formally, we
consider the online hyperparameter selection problem as batch Gaussian Process bandit optimization
of a time-varying function. PB2 is more computationally efficient than the existing batch BO
approaches [15, 20] since it can (1) learn the optimal schedule of hyperparameters and (2) optimize
them in a single training run. We derive a bound on the cumulative regret for PB2, the first such result
for a PBT-style algorithm. Furthermore, we show in a series of RL experiments that PB2 is able to
achieve high rewards with a modest computational budget.

2 Problem Statement

In this paper, we consider the problem of selecting optimal hyperparameters, xb
t , from a compact,

convex subset D 2 Rd where d is the number of hyperparameters. Here the index b refers to the bth
agent in a population/batch, and the subscript t represents the number of timesteps/epochs/iterations
elapsed during the training of a neural network. Particularly, we consider the schedule of optimal
hyperparameters over time

�
xb
t

�
t=1,...T

.

Population-Based Training (PBT, [32]) is a well-known algorithm for learning a schedule of
hyperparameters by training a population (or batch) of B agents in parallel. Each agent b 2 B has both
hyperparameters xb

t 2 Rd and weights ✓bt . At every tready step interval (i.e. if t mod tready = 0), the
agents are ranked and the worst performing agents are replaced with members of the best performing
agents (A ⇢ B) as follows:

• Weights (✓bt ): copied from one of the best performing agents, i.e. ✓jt ⇠ Unif{✓jt}j2A.

• Hyperparameters (xb
t ): with probability ✏ it uses random exploration, and re-samples from the

original distribution, otherwise, it uses greedy exploration, and perturbs one of the best performing
agents, i.e {xj

⇥ �}j2A,� ⇠ [0.8, 1.2].

This leads to the learning of hyperparameter schedules – a single agent can have different
configurations at different time-steps during a single training process. This is important in the
context of training deep reinforcement learning agents as dynamic hyperparameter schedules have
been shown to be effective [52, 32, 17]. On the other hand, most of the existing hyperparameter
optimization approaches aim to find a fixed set of hyperparameters over the course of optimization.

To formalize this problem, let Ft(xt) be an objective function under a given set of hyperparameters
at timestep t. An example of Ft(xt) could be the reward for a deep RL agent. When training for a
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total of T steps, our goal is to maximize the final performance FT (xT ). We formulate this problem
as optimizing the time-varying black-box reward function ft, over D. Every tready steps, we observe
and record noisy observations, yt = ft(xt) + ✏t, where ✏t ⇠ N (0,�2I) for some fixed �2. The
function ft represents the change in Ft after training for tready steps, i.e. Ft � Ft�tready . We define
the best choice at each timestep as x⇤

t = argmaxxt2D ft(xt), and so the regret of each decision as
rt = ft(x⇤

t )� ft(xt).
Lemma 1. Maximizing the final performance FT of a model with respect to a given hyperparameter
schedule {xt}

T
t=1 is equivalent to maximizing the time-varying black-box function ft(xt) and

minimizing the corresponding cumulative regret rt(xt),

maxFT (xT ) = max

TX

t=1

ft(xt) = min

TX

t=1

rt(xt). (1)

In subsequent sections, we present a time-varying bandit approach which is used to minimize the
cumulative regret RT =

PT
t=1 rt. Lemma 1 shows this is equivalent to maximizing the final

performance/reward of a neural network model (see: Section 9 in the appendix for the proof).

3 Population-Based Bandit Optimization

We now introduce Population-Based Bandit Optimization (PB2) for optimizing the hyperparameter
schedule

�
xb
t

�
, 8t = 1, ..., T using parallel agents b = 1, ..., B. After each agent b completes tready

training steps, we store the data (ybt , t, x
b
t) in a dataset Dt which will be used to make an informed

decision for the next set of hyperparameters.

We below present the mechanism to select the next hyperparameters for parallel agents. Motivated by
the equivalence of the maximized reward and minimized cumulative regret in Lemma 1, we propose
the parallel time-varying bandit optimization.

3.1 Parallel Gaussian Process Bandits for a Time-Varying Function

We first describe the time-varying Gaussian process as the surrogate models, then we extend it to the
parallel setting for our PB2 algorithm.

Time-varying Gaussian process as the surrogate model. Following previous works in the GP-
bandit literature [61], we model ft using a Gaussian Process (GP, [54]) which is specified by a mean
function µt : X ! R and a kernel (covariance function) k : D ⇥D ! R. If ft ⇠ GP (µt, k), then
ft(xt) is distributed normally N (µt(xt), k(xt, xt)) for all xt 2 D. After we have observed T data
points {(xt, f(xt))}

T
t=1, the GP posterior belief at new point x0

t 2 D, ft(x0
t) follows a Gaussian

distribution with mean µt(x0
) and variance �2

t (x
0
) as:

µt(x
0
) := kt(x

0
)
T
(Kt + �2I)�1yt (2)

�2
t (x

0
) := k(x0, x0

)� kt(x
0
)
T
(Kt + �2I)�1kt(x

0
), (3)

where Kt := {k(xi, xj)}
t
i,j=1 and kt := {k(xi, x0

t)}
t
i=1. The GP predictive mean and variance

above will later be used to represent the exploration-exploitation trade-off in making decision under
the presence of uncertainty.

To represent the non-stationary nature of a neural network training process, we cast the problem of
optimizing neural network hyperparameters as time-varying bandit optimization. We follow [9] to
formulate this problem by modeling the reward function under the time-varying setting as follows:

f1(x) = g1(x), ft+1(x) =
p
1� !ft(x) +

p
!fgt+1(x) 8t � 2, (4)

where g1, g2, ... are independent random functions with g ⇠ GP (0, k) and ! 2 [0, 1] models how the
function varies with time, such that if ! = 0 we return to GP-UCB and if ! = 1 then each evaluation
is completely independent. This model introduces a new hyperparameter (!), however, we note it
can be optimized by maximizing the marginal likelihood for a trivial additional cost compared to
the expensive function evaluations (we include additional details on this in the Appendix). This
leads to the extensions of Eqs. (2) and (3) using the new covariance matrix K̃t = Kt �Ktime

t where
Ktime

t = [(1� !)|i�j|/2
]
T
i,j=1 and k̃t(x) = kt � ktime

t with ktime
t = [(1� !)(T+1�i)/2

]
T
i=1. Here �

refers to the Hadamard product.
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Selecting hyperparameters for parallel agents. In the PBT setting, we consider an entire
population of parallel agents. This changes the problem from a sequential to a batch blackbox
optimization. This poses an additional challenge to select multiple points simultaneously xb

t without
full knowledge of all {(xj

t , y
j
t )}

j�1
j=1. A key observation in [14] is that since a GP’s variance (Eqn. 3)

does not depend on yt, the acquisition function can account for incomplete trials by updating the
uncertainty at the pending evaluation points. Concretely, we define xb

t to be the b-th point selected
in a batch, after t timesteps. This point may draw on information from t + (b � 1) previously
selected points. In the single agent, sequential case, we set B = 1 and recover t, b = t � 1. Thus,
at the iteration t, we find a next batch of B samples

⇥
x1
t , x

2
t , ...x

B
t

⇤
by sequentially maximizing the

following acquisition function:

xb
t = argmax

x2D
µt,1(x) +

p
�t�t,b(x), 8b = 1, ...B (5)

for �t > 0. In Eqn. (5) we have the mean from the previous batch (µt,1(x)) which is fixed, but
can update the uncertainty using our knowledge of the agents currently training (�t,b(x)). This
significantly reduces redundancy, as the model is able to explore distinct regions of the space.

3.2 PB2 Algorithm and Convergence Guarantee

To estimate the GP predictive distribution in Eqs. (2, 3), we use the product form k̃ = kSE � ktime

[35, 9], which considers the time varying nature of training a neural network. Then, we use Eqn. (5)
to select a batch of points by utilizing the reduction in uncertainty for models currently training. As
far as we know, this is the first use of a time-varying kernel in the PBT-style setting. Unlike PBT,
this allows us to efficiently make use of data from previous trials when selecting new configurations,
rather than reverting to a uniform prior, or perturbing existing configurations. The full algorithm is
shown in Algorithm 1.

Algorithm 1: Population-Based Bandit Optimization (PB2)
Initialize: Network weights {✓b0}Bb=1, hyperparameters {xb

0}
B
b=1, dataset D0 = ;

(in parallel) for t = 1, . . . , T � 1 do
1. Update Models: ✓bt  step(✓bt�1|x

b
t�1)

2. Evaluate Models: ybt = Ft(xb
t)� Ft�1(xb

t�1) + ✏t for all b
3. Record Data: Dt = Dt�1 [ {(ybt , t, x

b
t)}

B
b=1

4. If t mod tready = 0:
• Copy weights: Rank agents, if ✓b is in the bottom �% then copy weights ✓j from the top �%.
• Select hyperparameters: Fit a GP model to Dt and select hyper-parameters xb

t , 8b  B by
maximizing Eq. (5).

Return the best trained model ✓

Next we present our main theoretical result, showing that PB2 is able to achieve sublinear regret
when the time-varying function is correlated. This is the first such result for a PBT-style algorithm.
Theorem 2. Let the domain D ⇢ [0, r]d be compact and convex where d is the dimension and
suppose that the kernel is such that ft ⇠ GP (0, k) is almost surely continuously differentiable and
satisfies Lipschitz assumptions 8L � 0, t  T , p(sup

���@ft(�)
@�(k)

��� � Lt)  ae�(Lt/b)
2

for some a, b.

Pick � 2 (0, 1), set �T = 2 log
⇡2T 2

2� +2d log rdbT 2
q

log
da⇡2T 2

2� and define C1 = 32/ log(1+ �2
f ),

the PB2 algorithm satisfies the following regret bound after T time steps over B parallel agents with
probability at least 1� �:

RTB =

TX

t=1

ft(x
⇤
t )� ft(xt) 

s

C1T�T

✓
T

ÑB
+ 1

◆✓
�ÑB +

h
ÑB

i3
!

◆
+ 2

the bound holds for any block length Ñ 2 {1, ..., T} and B ⌧ T .

This result shows the regret for PB2 decreases as we increase the population size B. This should be
expected, since adding computational resources should benefit final performance (which is equivalent
to minimizing regret). We demonstrate this property in Table 1. When using single agent B = 1, our
bound becomes the time-varying GP-UCB setting in [9].
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In our setting, if the time-varying function is highly correlated, i.e., the information between f1(.)
and fT (.) does not change significantly, we have ! ! 0 and Ñ ! T . Then, the regret bound grows
sublinearly with the number of iterations T , i.e., limT!1

RTB
TB = 0. On the other hand (in the worst

case), if the time-varying function is not correlated at all, such as Ñ ! 1 and ! ! 1, then PB2
achieves linear regret [9].

Remark. This theoretical result is novel and significant in two folds. First, by showing the
equivalent between maximizing reward and minimizing the bandit regret, this regret bound quantifies
the gap between the optimal reward and the achieved reward (using parameters selected by PB2).
The regret bound extends the result established by [61, 9], to a more general case with parallelization.
To the best of our knowledge, this is the first kind of convergence guarantee in a PBT-style algorithm.

Our approach is advantageous against all existing batch BO approaches [14, 20] in that PB2 considers
optimization in a single training run of parallel agents while the existing works need to evaluate
using multiple training runs of parallel agents which are more expensive. In addition, PB2 can learn
a schedule of hyperparameters while the existing batch BO can only learn a static configuration.

4 Related Work

Hyperparameter Optimization. Hyperparameter optimization [34, 7, 30] is a crucial component of
any high performing machine learning model. In the past, methods such as grid search and random
search [5] have proved popular, however, with increased focus on Automated Machine Learning
(AutoML, [29]), there has been a great deal of progress moving beyond these approaches. This
success has led to a variety of tools becoming available [19, 45].

Population Based Approaches. Taking inspiration from biology, population-based methods have
proved effective for blackbox optimization problems [46]. Evolutionary Algorithms (EAs, [3]) take
many forms, one such method is Lamarckian EAs [65] in which parameters are inherited whilst
hyperparameters are evolved. Meanwhile, other methods learn both hyperparameters and weights
[12, 27]. These works motivate the recently introduced PBT algorithm [32], whereby network
parameters are learned via gradient descent, while hyperparameters are evolved. Its key strengths
lie in the ability to learn high performing hyperparameter schedules in a single training run, leading
to strong performance in a variety of settings [44, 39, 17, 56]. PBT works by focusing on high
performing configurations, however, this greedy property means it is unlikely to explore areas of the
search space which are “late bloomers”. In addition, the core components of the algorithm rely on
handcrafted meta-hyperparameters, such as the degree of mutation. These design choices mean the
algorithm lacks theoretical guarantees. We address these issues in our work.

Bayesian Optimization. Bayesian Optimization (BO [10, 59, 55]) is a sequential model-based
blackbox optimization method [28]. BO works by building a surrogate model of the blackbox
function, typically taken to be a Gaussian Process [54]. BO has been shown to produce state-of-
the-art results in terms of sample efficiency, making dramatic gains in several prominent use cases
[13]. Over the past few years there has been increasing focus on distributed implementations [21, 2]
which seek to select a batch of configurations for concurrent evaluation. Despite this increased
efficiency, these methods still require multiple training runs. Another recent method, Freeze-Thaw
Bayesian Optimization [63] considers a ‘bag’ of current solutions, with their future loss assumed to
follow an exponential decay. The next model to optimize is chosen via entropy maximisation. This
approach bears similarities in principle with PBT, but from a Bayesian perspective. The method,
however, makes assumptions about the shape of the loss curve, does not adapt hyperparameters during
optimization (as in PBT) and is sequential rather than parallelized. Our approach takes appealing
properties of both these methods, using the Bayesian principles but adapting in an online fashion.

Hybrid Algorithms. Bayesian and Evolutionary approaches have been combined in the past. In [53],
the authors demonstrate using an early version of BO improves a simple Genetic Algorithm, while
[1] shows promising results through combining BO and random search. In addition, the recently
popular Hyperband algorithm [40], was shown to exhibit stronger performance with a BO controller
[18]. The main weakness of these methods is their inability to learn schedules.

Hyperparameter Optimization for Reinforcement Learning (AutoRL). Finally, methods have
been proposed specifically for RL, dating back to the early 1990s [62]. These methods have typically
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had a narrower focus, optimizing an individual parameter. More recent work [52] proposes to
adapt hyperparameters online, by exploring different configurations in an off-policy manner in
between iterations. Additionally [16] concurrently proposed a similar to PBT, using evolutionary
hyperparameter updates specifically for RL. These methods show the benefit of re-using samples, and
we believe it would be interesting future work to consider augmenting our method with off-policy or
synthetic samples (from a learned dynamics model) for the specific RL use case.

5 Experiments

We focus our experiments on the RL setting, since it is notoriously sensitive to hyperparameters [24].
We evaluate population sizes of B 2 {4, 8}, which means the algorithm can be run locally on most
modern computers. This is significantly less than the B > 20 used in the original PBT paper [32].

All experiments were conducted using the tune library [43, 42]1. Our GP implementation is extended
from GPy [23], where we use the squared exponential kernel in combination with the time kernel as
described in Section 3. We optimize all GP-kernel hyperparameters, as well as the block length Ñ ,
by maximizing the marginal likelihood [54].

5.1 On Policy Reinforcement Learning

We consider optimizing a policy for continuous control problems from the OpenAI Gym
[11]. In particular, we seek to optimize the hyperparameters for Proximal Policy Optimization
(PPO, [58]), for the following tasks: BipedalWalker, LunarLanderContinuous, Hopper and
InvertedDoublePendulum.

Our primary benchmark is PBT, where we use an identical configuration to PB2 aside from the
selection of xb

t (the explore step). We also compare against a random search (RS) baseline [5].
Random search is a challenging baseline because it does not make assumptions about the underlying
problem, and typically achieves close to optimal performance asymptotically [29]. We include a
Bayesian Optimization (BO) baseline which uses the Expected Improvement acquisition function.
Finally, we also compare our results against a recent state-of-the-art distributed algorithm (ASHA,
[41]). ASHA is one of the most recent distributed methods, shown to outperform PBT for supervised
learning. We believe we are the first to test it for RL.

Table 1: Median best performing agent across 10 seeds. The best performing algorithms are bolded.

B RS BO ASHA PBT PB2 vs. PBT

BipedalWalker 4 234 133 236 223 276 +24%
LunarLanderContinuous 4 161 206 213 159 235 +48%

Hopper 4 1638 1760 1819 1492 2346 +57%
InvertedDoublePendulum 4 8094 8607 7899 8893 8179 -8%

BipedalWalker 8 240 237 255 277 291 +5%
LunarLanderContinuous 8 175 240 231 247 275 +11%

For all environments we use a neural network policy with two 32-unit hidden layers and tanh

activations. During training, we optimize the following hyperparameters: batch size, learning rate,
GAE parameter (�, [57]) and PPO clip parameter (✏). We use the same fixed ranges across all
four environments (included in the Appendix Section 8). All experiments are conducted for 106
environment timesteps, with the tready command triggered every 5⇥ 10

4 timesteps. For BO, we train
each agent sequentially for 500k steps, and selects the best to train for the remaining budget. For
ASHA, we initialize a population of 18 agents to compare against B = 4 and 48 agents for B = 8.
These were chosen to achieve the same total budget with the grace period equal to the tready criteria
for PBT and PB2. Given the typically noisy evaluation of policy gradient algorithms [24] we repeat
each experiment with ten seeds. We show the median best reward achieved from each run in Table 1
and plot the median best performing agent from each run, with the interquartile ranges (IQRs) in Fig.
2.

1See code here: https://github.com/jparkerholder/PB2.
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(a) BipedalWalker (4) (b) LLC (4) (c) Hopper (4)

(d) IDP (4) (e) BipedalWalker (8) (f) LLC (8)

Figure 2: Median best performing agent across ten seeds, with IQR shaded. Population size (B) is shown in
brackets.
In almost all cases we see performance gains from PB2 vs. PBT. In fact, 3/4 of cases PBT actually
underperforms random search with the smaller population size (B = 4), demonstrating its reliance
on large computational resources. This is confirmed in the original PBT paper, where the smallest
population size fails to outperform (see Table 1, [32]). One possible explanation for this is the
greediness of PBT leads to prematurely abandoning promising regions of the search space. Another
is that the small changes in parameters (multiple of 0.8 or 1.2) is mis-specified for discovering the
optimal regions, thus requiring more initial samples to sufficiently span the space. This may also be
the case if there is a shift later in the optimization process. Interestingly, PBT does perform well for
InvertedDoublePendulum, this may be explained by the relative simplicity of the problem. We see
that BO also performs well here, confirming that it may not require the same degree of adaptation
during training as the other tasks (such as BipedalWalker).

For the larger population size we confirm the effectiveness of PBT, which outperforms ASHA and
Random Search. However PB2 outperforms PBT by +5% and +11% for the BipedalWalker and
LunarLanderContinuous environments respectively. This shows that PB2 is able to scale to larger
computational budgets.

Interestingly, the state-of-the-art supervised learning performance of ASHA fails to translate to RL,
where it clearly performs worse than both PBT and PB2 for the larger setting, and performs worse
than PB2 for the smaller one.

Figure 3: Median curves, IQR
shaded.

Robustness to Hyperparameter Ranges One key weakness
of PBT is a reliance on a large population size to explore the
hyperparameter space. This problem can be magnified if the
hyperparameter range is mis-specified or unknown (in a sense,
the bounds placed on the hyperparameters may require tuning).
PB2 avoids this issue, since it is able to select a point anywhere
in the range, so does not rely on random sampling or gradual
movements to get to optimal regions. We evaluate this by re-
running the BipedalWalker task with a batch size drawn from
{5000, 200000}. This means many agents are initialized in a very
inefficient way, since when an agent has a batch size of 200, 000
it is using 20% of total training samples for a single gradient step.
As we see in Fig. 3 the performance for PBT is significantly reduced, while PB2 is still able to learn
good policies. While both methods perform worse than in Table 1, PB2 still achieves a median best
of 203, vs. �12 for PBT. This is a critical issue, since for new problems we will not know the optimal
hyperparameter ranges ex-ante, and thus require a method which is capable of learning without this
knowledge.
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Figure 4: Median curves, IQR shaded.

Scaling to Larger Populations. For PB2 to be broadly useful,
it needs the ability to scale when more resources are available.
To test this we repeated the BipedalWalker experiment with
B = 16. As we see in Figure 4, both PBT and PB2 achieve
optimal rewards (> 300), but PB2 is still more efficient. This
is a promising initial result, although of course it will be
interesting to test even larger settings in the future.

5.2 Off Policy Reinforcement Learning

We now evaluate PB2 in a larger setting, optimizing hyperparameters for IMPALA [17]. in the
breakout and SpaceInvaders environments from the Arcade Learning Environment [4]. In the
original IMPALA paper, the best results come with the use of PBT with a population size of B = 24.
Here we optimize the same three hyperparameters as in the original paper, but with a much smaller
population (B = 4), making it essential to efficiently explore the hyperparameter space.

We train for 10 million timesteps, equivalent to 40 million frames, and set tready to 5⇥ 10
5 timesteps.

We repeat each experiment for 7 random seeds. PB2 achieves performance which is comparable
with the hand-tuned performance reported in the rllib implementation,2 while PBT underperforms,
particularly in the SpaceInvaders environment.

(a) Breakout (c) Space Invaders

Figure 5: In both (a) and (b) we show training performance on the left, with median curves for seven seeds and
inter-quartile range shaded. On the right, we show all agent configurations found by PB2.

For each environment in Fig. 5 we include the hyperparameters used for all agents across all seeds of
training. PB2 effectively explores the entire range of parameters, which enables it to find optimal
configurations even with a small number of trials. More details are in the Appendix, Section 8.

6 Conclusion

We introduced Population-Based Bandits (PB2), the first PBT-style algorithm with sublinear regret
guarantees. PB2 replaces the heuristics from the original PBT algorithm with theoretically guided
GP-bandit optimization. This allows it to balance exploration and exploitation in a principled manner,
preventing mode collapse to suboptimal regions of the hyperparameter space and making it possible to
find high performing configurations with a small computational budget. Our algorithm complements
the existing approaches for optimizing hyperparameters for deep learning frameworks. We believe
the gains for reinforcement learning will be particularly useful, given the number of hyperparameters
present, and the difficulty in optimizing them with existing techniques.

Finally, we believe there are several future directions opened by taking our approach, such as updating
population sizes based on the value of the acquisition function, and extending the search space to
select the optimization algorithms or neural network architectures with BO. We also believe there
may be further gains in reinforcement learning experiments through making use of off-policy data
[52]. We leave these to exciting future work.

2See “RLlib IMPALA 32-workers” here: https://github.com/ray-project/rl-experiments
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Disclosure of Funding

Nothing to declare.

Broader Impact

Population Based Training (PBT) has become a prominent algorithm in machine learning research,
leading to gains in reinforcement learning (e.g. IMPALA [17]) and industrial applications (e.g.
Waymo). As such, we believe the gains provided by PB2 will have a significant impact. We
believe this work will allow labs with small to medium sized computational resources to gain the
benefit of population-based training without the excessive computational cost required to ensure
sufficient exploration. This should be particularly helpful for achieving competitive performance in
reinforcement learning experiments. To aid this, our implementation is integrated with the widely
used ray library [43].

References
[1] M. O. Ahmed. Do we need harmless Bayesian optimization and first-order Bayesian

optimization? In NIPS Workshop on Bayesian Optimization, 2017.

[2] A. Alvi, B. Ru, J.-P. Calliess, S. Roberts, and M. A. Osborne. Asynchronous batch Bayesian
optimisation with improved local penalisation. In Proceedings of the 36th International
Conference on Machine Learning, pages 253–262, 2019.

[3] P. J. Angeline. Evolutionary optimization versus particle swarm optimization: Philosophy and
performance differences. In Evolutionary Programming VII, pages 601–610, Berlin, Heidelberg,
1998. Springer Berlin Heidelberg.

[4] M. G. Bellemare, Y. Naddaf, J. Veness, and M. Bowling. The Arcade Learning Environment:
An Evaluation Platform for General Agents. CoRR, abs/1207.4708, 2012.

[5] J. Bergstra and Y. Bengio. Random search for hyper-parameter optimization. In Journal of
Machine Learning Research. 2012.

[6] J. Bergstra, D. Yamins, and D. Cox. Making a science of model search: Hyperparameter
optimization in hundreds of dimensions for vision architectures. In Proceedings of the 30th
International Conference on Machine Learning, 2013.

[7] J. S. Bergstra, R. Bardenet, Y. Bengio, and B. Kégl. Algorithms for hyper-parameter
optimization. In Advances in Neural Information Processing Systems 24. 2011.

[8] C. Berner, G. Brockman, B. Chan, V. Cheung, P. Debiak, C. Dennison, D. Farhi, Q. Fischer,
S. Hashme, C. Hesse, R. Józefowicz, S. Gray, C. Olsson, J. Pachocki, M. Petrov, H. P.
de Oliveira Pinto, J. Raiman, T. Salimans, J. Schlatter, J. Schneider, S. Sidor, I. Sutskever,
J. Tang, F. Wolski, and S. Zhang. Dota 2 with large scale deep reinforcement learning. CoRR,
abs/1912.06680, 2019.

[9] I. Bogunovic, J. Scarlett, and V. Cevher. Time-Varying Gaussian Process Bandit Optimization.
In Proceedings of the 19th International Conference on Artificial Intelligence and Statistics,
2016.

[10] E. Brochu, V. M. Cora, and N. de Freitas. A tutorial on Bayesian optimization of expensive
cost functions, with application to active user modeling and hierarchical reinforcement learning.
CoRR, abs/1012.2599, 2010.

[11] G. Brockman, V. Cheung, L. Pettersson, J. Schneider, J. Schulman, J. Tang, and W. Zaremba.
OpenAI Gym, 2016.

[12] P. A. Castillo, V. Rivas, J. J. Merelo, J. Gonzalez, A. Prieto, and G. Romero. G-prop-ii: global
optimization of multilayer perceptrons using gas. In Proceedings of the 1999 Congress on
Evolutionary Computation-CEC99 (Cat. No. 99TH8406), 1999.

9

https://deepmind.com/blog/article/how-evolutionary-selection-can-train-more-capable-self-driving-cars


[13] Y. Chen, A. Huang, Z. Wang, I. Antonoglou, J. Schrittwieser, D. Silver, and N. de Freitas.
Bayesian optimization in AlphaGo. CoRR, abs/1812.06855, 2018.

[14] T. Desautels, A. Krause, and J. W. Burdick. Parallelizing exploration-exploitation tradeoffs in
Gaussian Process bandit optimization. Journal of Machine Learning Research, 15(119):4053–
4103, 2014.

[15] T. Desautels, A. Krause, and J. W. Burdick. Parallelizing exploration-exploitation tradeoffs in
Gaussian process bandit optimization. The Journal of Machine Learning Research, 2014.

[16] S. Elfwing, E. Uchibe, and K. Doya. Online meta-learning by parallel algorithm competition.
CoRR, abs/1702.07490, 2017.

[17] L. Espeholt, H. Soyer, R. Munos, K. Simonyan, V. Mnih, T. Ward, Y. Doron, V. Firoiu,
T. Harley, I. Dunning, S. Legg, and K. Kavukcuoglu. IMPALA: Scalable distributed deep-RL
with importance weighted actor-learner architectures. In Proceedings of the 35th International
Conference on Machine Learning, 2018.

[18] S. Falkner, A. Klein, and F. Hutter. BOHB: Robust and efficient hyperparameter optimization at
scale. In Proceedings of the 35th International Conference on Machine Learning, 2018.

[19] M. Feurer, A. Klein, K. Eggensperger, J. Springenberg, M. Blum, and F. Hutter. Efficient and
robust automated machine learning. In Advances in Neural Information Processing Systems 28.
2015.

[20] J. González, Z. Dai, P. Hennig, and N. Lawrence. Batch bayesian optimization via local
penalization. In Artificial intelligence and statistics, pages 648–657, 2016.

[21] J. Gonzalez, Z. Dai, P. Hennig, and N. Lawrence. Batch Bayesian optimization via local
penalization. In Proceedings of the 19th International Conference on Artificial Intelligence and
Statistics, pages 648–657, 2016.

[22] I. Goodfellow, Y. Bengio, and A. Courville. Deep Learning. The MIT Press, 2016.

[23] GPy. GPy: A gaussian process framework in python. http://github.com/SheffieldML/
GPy, since 2012.

[24] P. Henderson, R. Islam, P. Bachman, J. Pineau, D. Precup, and D. Meger. Deep reinforcement
learning that matters. CoRR, abs/1709.06560, 2017.

[25] P. Hennig and C. J. Schuler. Entropy search for information-efficient global optimization. In
Journal Machine Learning Research. 2012.

[26] S. Hochreiter and J. Schmidhuber. Long short-term memory. Neural Computation, 1997.

[27] M. Husken, J. E. Gayko, and B. Sendhoff. Optimization for problem classes-neural networks
that learn to learn. In 2000 IEEE Symposium on Combinations of Evolutionary Computation and
Neural Networks. Proceedings of the First IEEE Symposium on Combinations of Evolutionary
Computation and Neural Networks (Cat. No.00, 2000.

[28] F. Hutter, H. H. Hoos, and K. Leyton-Brown. Sequential model-based optimization for general
algorithm configuration. In C. A. C. Coello, editor, Learning and Intelligent Optimization.
Springer Berlin Heidelberg, 2011.

[29] F. Hutter, L. Kotthoff, and J. Vanschoren, editors. Automated Machine Learning: Methods,
Systems, Challenges. Springer, 2018. In press, available at http://automl.org/book.

[30] F. Hutter, J. Lücke, and L. Schmidt-Thieme. Beyond manual tuning of hyperparameters. KI -
Künstliche Intelligenz, 29(4):329–337, Nov 2015.

[31] M. Jaderberg, W. M. Czarnecki, I. Dunning, L. Marris, G. Lever, A. G. Castañeda, C. Beattie,
N. C. Rabinowitz, A. S. Morcos, A. Ruderman, N. Sonnerat, T. Green, L. Deason, J. Z. Leibo,
D. Silver, D. Hassabis, K. Kavukcuoglu, and T. Graepel. Human-level performance in 3d
multiplayer games with population-based reinforcement learning. Science, 364(6443):859–865,
2019.

10

http://github.com/SheffieldML/GPy
http://github.com/SheffieldML/GPy


[32] M. Jaderberg, V. Dalibard, S. Osindero, W. M. Czarnecki, J. Donahue, A. Razavi, O. Vinyals,
T. Green, I. Dunning, K. Simonyan, C. Fernando, and K. Kavukcuoglu. Population based
training of neural networks. CoRR, abs/1711.09846, 2017.

[33] D. Kalashnikov, A. Irpan, P. Pastor, J. Ibarz, A. Herzog, E. Jang, D. Quillen, E. Holly,
M. Kalakrishnan, V. Vanhoucke, and S. Levine. Qt-opt: Scalable deep reinforcement learning
for vision-based robotic manipulation. CoRR, abs/1806.10293, 2018.

[34] R. Kohavi and G. H. John. Automatic parameter selection by minimizing estimated error. In In
Proceedings of the Twelfth International Conference on Machine Learning. 1995.

[35] A. Krause and C. S. Ong. Contextual gaussian process bandit optimization. In Advances in
Neural Information Processing Systems, pages 2447–2455, 2011.

[36] A. Krause, A. Singh, and C. Guestrin. Near-optimal sensor placements in Gaussian processes:
Theory, efficient algorithms and empirical studies. In Journal of Machine Learning Research.
2008.

[37] A. Krizhevsky. Learning multiple layers of features from tiny images. University of Toronto,
2012.

[38] A. Krizhevsky, I. Sutskever, and G. E. Hinton. Imagenet classification with deep convolutional
neural networks. In F. Pereira, C. J. C. Burges, L. Bottou, and K. Q. Weinberger, editors,
Advances in Neural Information Processing Systems 25. 2012.

[39] A. Li, O. Spyra, S. Perel, V. Dalibard, M. Jaderberg, C. Gu, D. Budden, T. Harley, and P. Gupta.
A generalized framework for population based training. In Proceedings of the 25th ACM
SIGKDD International Conference on Knowledge Discovery and Data Mining. 2019.

[40] L. Li, K. Jamieson, G. DeSalvo, A. Rostamizadeh, and A. Talwalkar. Hyperband: A novel
bandit-based approach to hyperparameter optimization. In Journal Machine Learning Research.
2017.

[41] L. Li, K. G. Jamieson, A. Rostamizadeh, E. Gonina, M. Hardt, B. Recht, and A. Talwalkar.
Massively parallel hyperparameter tuning. CoRR, 2018.

[42] E. Liang, R. Liaw, R. Nishihara, P. Moritz, R. Fox, K. Goldberg, J. E. Gonzalez, M. I. Jordan,
and I. Stoica. RLlib: Abstractions for distributed reinforcement learning. In International
Conference on Machine Learning (ICML), 2018.

[43] R. Liaw, E. Liang, R. Nishihara, P. Moritz, J. E. Gonzalez, and I. Stoica. Tune: A research
platform for distributed model selection and training. arXiv preprint, 2018.

[44] S. Liu, G. Lever, N. Heess, J. Merel, S. Tunyasuvunakool, and T. Graepel. Emergent coordination
through competition. In International Conference on Learning Representations, 2019.

[45] J. R. Lloyd, D. Duvenaud, R. Grosse, J. B. Tenenbaum, and Z. Ghahramani. Automatic
construction and natural-language description of nonparametric regression models. In
Proceedings of the Twenty-Eighth AAAI Conference on Artificial, 2014.

[46] I. Loshchilov and F. Hutter. Cma-es for hyperparameter optimization of deep neural networks.
In In International Conference on Learning Representations Workshop track, 2016.

[47] G. Melis, C. Dyer, and P. Blunsom. On the state of the art of evaluation in neural language
models. In International Conference on Learning Representations, 2018.

[48] V. Mnih, K. Kavukcuoglu, D. Silver, A. Graves, I. Antonoglou, D. Wierstra, and M. A.
Riedmiller. Playing atari with deep reinforcement learning. CoRR, abs/1312.5602, 2013.

[49] V. Nguyen and M. A. Osborne. Knowing the what but not the where in Bayesian optimization.
In International Conference on Machine Learning (ICML), 2020.

[50] V. Nguyen, S. Schulze, and M. A. Osborne. Bayesian optimization for iterative learning. In
Advances in Neural Information Processing Systems (NeurIPS), 2020.

11



[51] OpenAI, M. Andrychowicz, B. Baker, M. Chociej, R. Józefowicz, B. McGrew, J. W. Pachocki,
J. Pachocki, A. Petron, M. Plappert, G. Powell, A. Ray, J. Schneider, S. Sidor, J. Tobin,
P. Welinder, L. Weng, and W. Zaremba. Learning dexterous in-hand manipulation. CoRR,
abs/1808.00177, 2018.

[52] S. Paul, V. Kurin, and S. Whiteson. Fast efficient hyperparameter tuning for policy gradients.
Advances in Neural Information Processing Systems (NeurIPS), 2019.

[53] M. Pelikan, D. E. Goldberg, and E. Cantú-Paz. Boa: The Bayesian optimization algorithm. In
Proceedings of the 1st Annual Conference on Genetic and Evolutionary Computation - Volume
1, GECCO, 1999.

[54] C. E. Rasmussen and C. K. I. Williams. Gaussian Processes for Machine Learning (Adaptive
Computation and Machine Learning). The MIT Press, 2005.

[55] B. Ru, A. S. Alvi, V. Nguyen, M. A. Osborne, and S. J. Roberts. Bayesian optimisation over
multiple continuous and categorical inputs. In International Conference on Machine Learning
(ICML), 2020.

[56] S. Schmitt, J. J. Hudson, A. Zídek, S. Osindero, C. Doersch, W. M. Czarnecki, J. Z. Leibo,
H. Küttler, A. Zisserman, K. Simonyan, and S. M. A. Eslami. Kickstarting deep reinforcement
learning. CoRR, abs/1803.03835, 2018.

[57] J. Schulman, P. Moritz, S. Levine, M. Jordan, and P. Abbeel. High-dimensional continuous
control using generalized advantage estimation. In Proceedings of the International Conference
on Learning Representations (ICLR), 2016.

[58] J. Schulman, F. Wolski, P. Dhariwal, A. Radford, and O. Klimov. Proximal policy optimization
algorithms, 2017.

[59] B. Shahriari, K. Swersky, Z. Wang, R. P. Adams, and N. De Freitas. Taking the human out of
the loop: A review of bayesian optimization. Proceedings of the IEEE, 104(1):148–175, 2015.

[60] D. Silver, A. Huang, C. J. Maddison, A. Guez, L. Sifre, G. van den Driessche, J. Schrittwieser,
I. Antonoglou, V. Panneershelvam, M. Lanctot, S. Dieleman, D. Grewe, J. Nham,
N. Kalchbrenner, I. Sutskever, T. P. Lillicrap, M. Leach, K. Kavukcuoglu, T. Graepel, and
D. Hassabis. Mastering the game of Go with deep neural networks and tree search. Nature,
529:484–489, 2016.

[61] N. Srinivas, A. Krause, S. Kakade, and M. Seeger. Gaussian process optimization in the bandit
setting: No regret and experimental design. In Proceedings of the 27th International Conference
on International Conference on Machine Learning, ICML’10, 2010.

[62] R. S. Sutton. Adapting bias by gradient descent: An incremental version of delta-bar-delta. In
AAAI, 1992.

[63] K. Swersky, J. Snoek, and R. P. Adams. Freeze-thaw Bayesian optimization, 2014.

[64] M. Wainwright. Basic tail and concentration bounds. URl: https://www. stat. berkeley.
edu/.../Chap2_TailBounds_Jan22_2015. pdf (visited on 12/31/2017), 2015.

[65] D. Whitley, V. S. Gordon, and K. Mathias. Lamarckian evolution, the baldwin effect and
function optimization. In Y. Davidor, H.-P. Schwefel, and R. Männer, editors, Parallel Problem
Solving from Nature — PPSN III, 1994.

12


	Introduction
	Problem Statement
	Population-Based Bandit Optimization
	Parallel Gaussian Process Bandits for a Time-Varying Function
	PB2 Algorithm and Convergence Guarantee

	Related Work
	Experiments
	On Policy Reinforcement Learning
	Off Policy Reinforcement Learning

	Conclusion
	Additional Experiments
	Experiment Details
	Theoretical Results
	Convergence Analysis


