
Relaxed Scheduling for Scalable Belief Propagation

Abstract

The ability to leverage large-scale hardware parallelism has been one of the key1

enablers of the accelerated recent progress in machine learning. Consequently,2

there has been considerable effort invested into developing efficient parallel variants3

of classic machine learning algorithms. However, despite the wealth of knowledge4

on parallelization, some classic machine learning algorithms often prove hard to5

parallelize efficiently while maintaining convergence.6

In this paper, we focus on efficient parallel algorithms for the key machine learning7

task of inference on graphical models, in particular on the fundamental belief8

propagation algorithm. We address the challenge of efficiently parallelizing this9

classic paradigm by showing how to leverage scalable relaxed schedulers in this10

context. We present an extensive empirical study, showing that our approach11

outperforms previous parallel belief propagation implementations both in terms12

of scalability and in terms of wall-clock convergence time, on a range of practical13

applications.14

1 Introduction15

Hardware parallelism has been a key computational enabler for recent advances in machine learning,16

as it provides a way to reduce the processing time for the ever-increasing quantities of data required for17

training accurate models. Consequently, there has been considerable effort invested into developing18

efficient parallel variants of classic machine learning algorithms, e.g. [28, 22, 23, 24, 16].19

In this paper, we will focus on efficient parallel algorithms for the fundamental task of inference on20

graphical models. The inference task in graphical models takes the form of marginalisation: we are21

given observations for a subset of the random variables, and the task is to compute the conditional22

distribution of one or a few variables of interest. The marginalization problem is known to be23

computationally intractable in general [10, 33, 9], but inexact heuristics are well-studied for practical24

inference tasks.25

One popular heuristic for inference on graphical models is belief propagation [27], inspired by the26

exact dynamic programming algorithm for marginalization on trees. While belief propagation has27

no general approximation or even convergence guarantees, it has proven empirically successful in28

inference tasks, in particular in the context of decoding low-density parity check codes [8]. However,29

it remains poorly understood how to properly parallelize belief propagation.30

Parallelizing belief Propagation. To illustrate the challenges of parallelizing belief propagation,31

we will next give a simplified overview of the belief propagation algorithm, and refer the reader32

to Section 2 for full details. Belief propagation can be seen as a message passing or a weight33

update algorithm. In brief, belief propagation operates over the underlying graph G = (V,E) of the34

graphical model, maintaining a vector of real numbers called a message µi→j for each ordered pair35

(i, j) corresponding to an edge {i, j} ∈ E (Fig. 1). The core of the algorithm is the message update36

rule which specifies how to update an outgoing message µi→j at node i based on the other incoming37

messages at node i; for the purposes of the present discussion, it is sufficient to view this as black38

box function f over these other messages, leading to the update rule39

µi→j ← f
(
{µk→i : k ∈ N(i) \ {j}}

)
. (1)

This update rule is applied to messages until the values of messages have converged to a stable40

solution, at which point the algorithm is said to have terminated.41
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Figure 1: State of the belief propagation algorithm
consist of two directed messages for each edge.

Importantly, the message update rule does not42

specify in which order messages should be43

updated. The standard solution, called syn-44

chronous belief propagation, is to update all the45

message simultaneously. That is, in each global46

round t = 1, 2, 3, . . . , given message values47

µti→j for all pairs (i, j), the new values µt+1
i→j48

are computed as49

µt+1
i→j ← f

(
{µtk→i : k ∈ N(i) \ {j}}

)
However, there is evidence that updating mes-50

sages one at a time leads to faster and more51

reliable convergence [14]; in particular, various52

proposed priority-based schedules—schedules53

that try to prioritize message updates that would make ‘more progress’—have proven empirically to54

converge with much fewer message updates than the synchronous schedule [14, 20, 38].55

Having to execute updates in a strict priority order poses a challenge for efficient parallel imple-56

mentations of belief propagation: while the synchronous schedule is naturally parallelizable, as all57

message updates can be done independently, the more efficient priority-based schedules are inherently58

sequential and thus seem difficult to parallelize. Accordingly, existing work on efficient parallel belief59

propagation has focused on designing custom schedules that try to import some features from the60

priority-based schedules while maintaining a degree of parallelism [16, 11].61

Our contributions. In this work, we address the challenges of parallel belief propagation by62

showing how to efficiently parallelize any priority-based schedule for belief propagation. The key63

idea is that we can relax the priority-based schedules by allowing limited out-of-order execution,64

concretely implemented using a relaxed scheduler, as we will explain next.65

Consider a belief propagation algorithm that schedules the message updates according to a prior-66

ity function r by always updating the message µi→j with the highest priority r(µi→j) next; this67

framework captures existing priority-based schedules such as residual belief propagation [14] and its68

variants [20, 38]. Concretely, an iterative centralized version of this algorithm can be implemented69

by storing the messages in a priority queue Q, and iterating the following procedure:70

(1) Pop the top element for Q to obtain the message µi→j with highest priority r(µi→j).71

(2) Update message µi→j following (1).72

(3) Update the priorities in Q for messages affected by the update.73

This template does not easily lend itself to efficient parallelization, as the priority queue Q becomes a74

contention bottleneck. Previous work, e.g. [16, 11] investigated various heuristics for the parallel75

scheduling of updates in belief propagation, trading off increased parallelism with additional work in76

processing messages or even potential loss of convergence.77

In this paper, we investigate an alternative approach, replacing the priority queue Q with a relaxed78

priority queue (scheduler) to obtain a efficient parallel version of the above template. A relaxed79

scheduler [3, 1, 2, 5] is similar to a priority queue, but instead of guaranteeing that the top element80

is always returned first, it only guarantees to return one of the top k elements by priority , where k81

is a variable parameter. Relaxed schedulers are popular in the context of parallel graph processing,82

e.g. [17, 26], and can induce non-trivial trade-offs between the degree of relaxation and the scalability83

of the underlying implementation, e.g. [1, 5].84

For belief propagation, relaxed schedulers induce a relaxed priority-based scheduling of the mes-85

sages, roughly following the original schedule but allowing for message updates to be performed86

out of order, with guarantees on the maximum degree of priority inversion. We investigate the87

scalability-convergence trade-off between the degree of relaxation in the scheduler, and the conver-88

gence behaviour of the underlying algorithm, both theoretically and practically. In particular:89

– We present a general scheme for parallelizing belief propagation schedules using relaxed sched-90

ulers with theoretical guarantees. While relaxed schedulers have been applied in other settings,91

and relaxed scheduling has been touched upon in belief propagation scheduling [16], no systematic92

study on relaxed belief propagation scheduling has been performed in prior work.93
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– We provide a theoretical analysis on the effects of relaxed scheduling for belief propagation on94

trees. We exhibit both positive results–instance classes where relaxation overhead is negligible–95

and negative results, i.e., worst-case instances where relaxation can cause significant wasted96

work.97

– We implement and experimentally compare different variants of belief propagation under relaxed98

scheduling. We identify a new family of relaxed schedulers which consistently matches or99

outperforms previous proposals. Benchmarks show that this framework gives state-of-the-art100

parallel scalability on a wide variety of Markov random field models.101

2 Preliminaries and related work102

2.1 Belief Propagation103

We consider marginalization in pairwise Markov random fields; one can equivalently consider factor104

graphs or Bayesian networks [40]. A pairwise Markov random field is defined by a set of random105

variables X1, X2, . . . , Xn, a graph G = (V,E) with V = {1, 2, . . . , n}, and a set of factors106

ψi : Di → R+ for i ∈ V ,

ψij : Di ×Dj → R+ for {i, j} ∈ E,
whereDi denotes the domain of random variableXi. The edge factors ψij represent the dependencies107

between the random variables, and the node factors ψi represent a priori information about the108

individual random variables; the Markov random field defines a joint probability distribution on109

X = (X1, X2, . . . , Xn) as110

Pr
[
X = x

]
∝
∏
i

ψi(xi)
∏
ij

ψij(xi, xj) ,

where the ‘proportional to’ notation ∝ hides the normalization constant applied to the right-hand111

side to obtain a probability distribution. The marginalization problem is to compute the probabilities112

Pr[Xi = x] for a specified subset of variables; for convenience, we assume that any observations113

regarding the values of other variables are encoded in the node factor functions ψi.114

Belief propagation is a message-passing algorithm; for each ordered pair (i, j) such that {i, j} ∈ E,115

we maintain a message µi→j : Dj → R, and the algorithm iteratively updates these messages until116

the values (approximately) converge to a fixed point. On Markov random fields, the message update117

rule gives the new value of message µi→j as a function of the old messages directed to node i by118

µi→j(xj) ∝
∑
xi∈Di

ψi(xi)ψij(xi, xj)
∏

k∈N(i)\{j}

µk→i(xi) , (2)

where N(j) denotes the neighbors of node j in the graph G. Once the algorithm has converged, the119

marginals are estimated as120

Pr[Xi = xi] ∝ ψi(xi)
∏

j∈N(i)

µj→i(xi) .

The update rule (2) can be applied in arbitrary order. The standard synchronous belief propagation121

updates all the message simultaneously; in each global round t = 1, 2, 3, . . . , given message values122

µti→j for all pairs {i, j} ∈ E, the new values µt+1
i→j are computed as123

µt+1
i→j(xj) ∝

∑
xi∈Di

ψi(xi)ψij(xi, xj)
∏

k∈N(i)\{j}

µtk→i(xi) .

Asynchronous belief propagation. Starting with Elidan et al. [14], there has been a line of research124

arguing that asynchronous or iterative schedules for belief propagation tend to converge more reliably125

and with fewer message updates that the synchronous schedule. In particular, practical work has126

focused on schedules that attempt to iteratively perform ‘the most useful’ update at each step; the127

most prominent of these algorithms is the residual belief propagation of Elidan et al. [14], with other128

proposals aiming to address its shortcomings in various cases.129

Residual belief propagation. Given a current state of messages, let µ′i→j denote the message we130

would obtain by applying the message update rule (2) to message µi→j . In residual belief propagation,131

the priority of a message is given by the residual res(µi→j) of a message µi→j , defined as132

res(µi→j) = ‖µ′i→j − µi→j‖ , (3)
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where ‖·‖ is an arbitrary norm; in this work, we assume L2 norm is used unless otherwise specified.133

That is, the residual of a message corresponds to amount of change that would happen if message134

µi→j would be updated. Note that this means that residual belief propagation performs lookahead,135

that is, the algorithm precomputes the future updates before applying them to the state of the algorithm.136

We will explore the performance of this base algorithm, as well as additional variants with weight137

decay [20] and without lookahead [38]. (Due to space constraints, we leave their detailed description138

to Appendix C.)139

2.2 Parallel belief propagation140

The question of parallelizing belief propagation is not fully understood. The synchronous schedule141

is trivially parallelizable by performing updates within each round in parallel, but the improved142

convergence properties of iterative schedules cannot easily be translated to parallel setting. Recent143

proposals aim to bridge this gap in an ad-hoc manner by designing custom algorithms for specific144

parallel settings.145

Residual splash. Residual splash [16] is a vertex-based algorithm inspired by residual BP. Residual146

splash was designed for MapReduce computation, and it aims to have larger individual tasks while147

retaining a similar structure to residual BP. Specifically, the algorithm works by defining a priority148

function over nodes of the Markov random field, and selecting the next node to process in a strict149

priority order. For the selected node, the algorithm performs a splash operation that propagates150

information within distance H in the graph; in practice, this results in threads performing larger151

individual tasks at once, offsetting the cost of accessing the strict scheduler.152

Randomized synchronous belief propagation. Van der Merve et al. [11] proposed a parallelization153

scheme for belief propagation on GPUs, mixing the structure of synchronous and residual belief154

propagation. Their algorithm considers all messages at once in global rounds, and performs filter-155

and-select steps. First, it filters out all messages whose residuals are below the convergence threshold.156

Second, out of the remaining messages, select a p-fraction uniformly at random to update. The157

fraction p is adjusted on the fly based on the convergence of the algorithm, preferring a low value158

if the algorithm is converging slowly, and a high value if it is converging fast. This algorithm is159

well-suited for GPUs, as the filter-and-select steps can be efficiently implemented. However, as shown160

by our experimental study, this strategy is not efficient on CPUs, on real-world models. Conversely,161

as discussed in [11], the dynamic priority-based strategy we propose would be hard to implement162

efficiently on GPUs, due to its irregular structure.163

3 Relaxed priority-based belief propagation164

In this section, we describe our framework for parallelizing belief propagation schedules via relaxed165

schedulers. The main idea of the framework follows the description given in the introduction;166

however, we generalize it to capture schedules that do not use individual messages as elementary167

tasks, e.g. residual path [16].168

3.1 Relaxed scheduling for iterative algorithms169

Relaxed schedulers are a basic tool to parallelize iterative algorithms, used in the context of large-scale170

graph processing [17, 26, 7, 12, 13]. At a high level, such iterative algorithms can be split into tasks,171

each corresponding to a local operation involving, e.g., a vertex and its edges. A standard example is172

Dijkstra’s classic shortest-paths algorithm, where each task updates the distance between a vertex173

and the source, as well as the distances of the vertex’s neighbours. In many algorithms, tasks have174

a natural priority order—in Dijkstra’s, the top task corresponds to the vertex of minimum distance175

from the source. Many graph algorithms share this structure [37, 2], and can be mapped onto the176

priority-queue pattern described in the introduction. However, due to contention on the priority queue,177

implementing this pattern in practice can negate the benefits of parallelism [26].178

Relaxed Scheduler Definition. A natural idea is to downgrade the guarantees of the perfect priority179

queue, to allow for more parallelism. Relaxed schedulers [1] formalize this relaxation as follows.180

We are given a parameter k, the degree of relaxation of the scheduler. The k-relaxed scheduler is a181

sequential object supporting Insert (<key, priority>), IncreaseKey (<key, priority>),182

with the usual semantics, and an ApproxDeleteMin() operations, ensuring:183

(1) Rank Bound. ApproxDeleteMin() always returns one of the top k elements in priority184

order.185
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(2) k-Fairness. A priority inversion on element <key, priority> is the event that186

ApproxDeleteMin() returns a key with a lower priority while <key, priority> is in the187

queue. Any element can experience at most k priority inversions before it must be returned.188

Relaxed schedulers are quite popular in practice, as several efficient implementations have been189

proposed and applied [36, 6, 39, 4, 18, 26, 31, 3, 35], with state-of-the-art results in the graph190

processing domain [26, 17, 19]. A parallel line of work has attempted to provide guarantees on191

the amount of relaxation in individual schedulers [3, 2, 34], as well as the impact of using relaxed192

scheduling on existing iterative algorithms [1, 5]. Here, we employ the modeling of relaxed schedulers193

used in e.g. [2, 5] for graph algorithms, but apply it to inference on graphical models.194

3.2 Relaxed priority-based belief propagation195

Given a Markov random field, a priority-based schedule for BP is defined by a set of tasks196

T1, T2, . . . , TK , each corresponding to a sequence of edge updates, and a priority function r that197

assigns a priority r(Ti) to a task based on the current state of the messages as well as possible auxiliary198

information maintained separately. As discussed in the introduction, a non-relaxed algorithm can199

store all tasks in a priority queue, iteratively retrieve the highest-priority task, perform all its message200

updates, and update priorities accordingly.201

The relaxed variant works in exactly the same way, but assuming a k-relaxed priority scheduler Qk.202

More precisely, the following steps are repeated until a fixed convergence criterion is reached:203

(1) Ti ← Qk.ApproxDeleteMin() selects a task Ti among the k of highest priority in Qk.204

(2) Perform all message updates specified by the task Ti.205

(3) Update the priorities for all tasks.206

Note that tasks can be executed multiple times in this framework. In particular, we assume that the207

priority r(Ti) of a task Ti can only remain the same or increase when other tasks are executed, and208

the only point where the priority decreases is when the task is actually executed.209

3.3 Concurrent implementation210

The sequential version of a priority-based schedule for belief propagation can be implemented using a211

priority queue Q. One could map the sequential pattern directly to a parallel setting, by replacing the212

sequential priority queue with a linearizable concurrent one. However, this may not be the best option,213

for two reasons. First, it is challenging to build scalable exact priority queues [21]—the data structure214

is inherently contended, which leads to poor cache behavior and poor performance. Second, in this215

context, linearizability only gives the illusion of atomicity with respect to task message updates: the216

data structure only ensures that the task removal is atomic, whereas the actual message updates which217

are part of the task are not usually performed atomically together with the removal.218

The Multiqueue. For this reason, in our framework, we use a relaxed priority scheduler, i.e. a scal-219

able approximate priority queue called the Multiqueue [32, 3]. As the name suggests, the Multiqueue220

is composed of m independent exact priority queues. To Insert an element, a thread picks one of221

the exact priority queues uniformly at random, and inserts into it. To perform ApproxDeleteMin(),222

the thread picks two of the priority queues uniformly at random, and removes the higher priority223

element among their two top elements. Although very simple, this strategy has been shown to have224

strong probabilistic rank and fairness guarantees:225

Theorem 1 ([3, 1]). A Multiqueue formed of m ≥ 3 priority queues ensures the rank and fairness226

guarantees with parameter k = O(m logm), with high probability.227

Our Implementation. For our purposes, we assume that each thread i has one or a few local228

concurrent priority queues, used to store pointers to BP-specific tasks (e.g. messages), which are229

prioritized by an algorithm-specific function, e.g. the residual values for residual BP. We store230

additional metadata as required by the algorithm and the graphical model. (In our experiments, we231

use binary heaps for these priority queues, protected by locks.) To process a new task, the thread232

selects two among all the priority queues uniformly at random, and accesses the task/message from233

the queue whose top element has higher priority. The task is marked as in-process so it cannot be234

processed concurrently by some other thread. The thread then proceeds to perform the metadata235

updates required by the underlying variant of belief propagation, e.g., updating the message and the236

priorities of messages from the corresponding node. The termination condition, e.g., the magnitude237

of the largest update, is checked periodically.238
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4 Dynamics of relaxed belief propagation on trees239

As we will see in Section 5, the relaxed priority-based belief propagation schedules yield fast240

converge times on a wide variety of Markov random fields; specifically, the number of message241

updates is roughly the same as for the non-relaxed version, while the running times are lower. The242

complementary theoretical question we examine here is whether we can give analytical bounds how243

much extra work—in terms of additional message updates—the relaxation incurs in the worst-case.244

Unfortunately, the dynamics of even synchronous belief propagation are poorly understood on general245

graphs, and no priority-based algorithms provide general guarantees on the convergence time. As246

such, we can only hope to gain some limited understanding on why relaxation retains the fast247

convergence properties of the exact priority-based schedules. Here, we present some theoretical248

evidence suggesting that as long as a schedule does not impose long dependency chains in the249

sequence of updates, relaxation incurs low overhead, but also that simple (non-loopy) worst-case250

instances exist.251

Analytical model. For analysis of the relaxed priority-based belief propagation, we consider the252

formal model introduced by [5, 2] to analyze performance of iterative algorithms under relaxed253

schedulers. Specifically, we model a relaxed scheduler Qk as a data structure which stores pairs254

corresponding to tasks and their priorities, with the operational semantics given in Section 3. In255

particular, there exists a parameter k such that each ApproxDeleteMin returns one of the k highest256

priority tasks in Qk, and if a task T becomes the highest priority task in Qk at some point during the257

execution, then one of the next k ApproxDeleteMin operations returns T . (By [3, 1], our practical258

implementation will satisfy these conditions with parameter k = O(p log p) w.h.p., where p is the259

number of concurrent threads.) Other than satisfying these properties, we assume that the behavior of260

Qk can be adversarial, or randomized.261

We model the behavior of relaxed priority-based belief propagation by investigating the number262

of message updates needed for convergence when the algorithm is executed sequentially using a263

relaxed scheduler Qk satisfying the above constraints. This analysis reduces to a sequential game264

between the algorithm, which queries Qk for tasks/messages, and the scheduler, which returns265

messages in possibly arbitrary fashion. One may think of the relaxed sequential execution as a form266

of linearization for the actual parallel execution—reference [1] formalizes this intuition. Please see267

the discussion at the end of this section for a practical interpretation.268

Relaxed BP on trees. We now consider the behavior of relaxed residual belief propagation schedules269

on trees with a single source. The setting is similar to the analysis of residual splash of Gonzalez et270

al. [16].Specifically, we assume that the Markov random field and the initialization of the algorithm271

satisfies (1) The graph G = (V,E) is a tree with a specified root r; and (2) The factors of the Markov272

random field and the initial messages are such that the residuals are zero for all messages other than273

the outgoing messages from the root, i.e., res(µi→j) = 0 if i 6= r.274

These conditions mean that residual belief propagation will start from the root, and propagate the275

messages down the trees until propagation reaches all leaves. In particular, residual belief propagation276

without relaxation will perform n− 1 message updates before convergence, updating each message277

away from root once. While this setting is restrictive, it does model practical instances where the278

MRF has tree-like structure, such as LDPC codes (see Section 5).279

To characterize the dynamics on relaxed residual belief propagation on trees with a single source, we280

observe that the algorithm can make two types of message updates:281

– Updating a message with zero residual, in which case nothing happens (a wasted update). This282

happens if the scheduler relaxes past the range of messages with non-zero residual.283

– Updating a message µi→j with non-zero residual, in which case the residual of µi→j goes down284

to zero, and the messages µj→k for the children k of j may change their residuals to non-zero285

values (a useful update).286

It follows that each edge will get updated only once with non-zero residual. At any point of time287

during the execution of the algorithm, we say that the frontier is the set of messages with non-zero288

residual, and use F (t) to denote the size of the frontier at time step t.289

To see how the size of the frontier relates to the number message updates in relaxed residual belief290

propagation, observe that after a useful update, we have one of the following cases:291

– If F (t) ≥ k, then the next ApproxDeleteMin() operation to Qk will give an edge with non-zero292

residual, resulting in a useful update.293
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– If F (t) < k, then in the worst case we need k ApproxDeleteMin() operations until we perform294

a useful update.295

Our main analytic result bounds the worst-case work incurred by relaxation in two concrete cases.296

Lemma 2. Assume a k-relaxed scheduler Qk for belief propagation in the tree model defined above.297

The total number of updates performed by relaxed residual BP can be bounded as follows:298

– Good case: uniform expansion. If the tree model has identical and non-deterministic edge factors299

ψij with ψij(xi, xj) 6= 0 for all {i, j}, then the total number of updates performed by relaxed300

residual BP is n+O(Hk2).301

– Bad case: long paths. There exists a tree instance with height H = o(n) and an adversarial302

scheduler where relaxed residual belief propagation performs Ω(kn) message updates.303

Discussion. The full analysis and illustrations are provided in Appendix A and B. To interpret the304

results, first note that, in practice, the relaxation factor is in the order of p, the number of threads,305

and that H is usually small (e.g., logarithmic) w.r.t. the total number of baseline updates n. Thus,306

in the good case, the O(k2H) overhead can be seen as negligible: as p iterations occur in parallel,307

the average time-to-completion should be n/p + O(kH), which suggests almost perfect parallel308

speedup. At the same time, our worst-case instances shows that relaxed residual BP is not a “silver309

bullet:” there exist tree instances where it may lead to Ω(kn) message updates, i.e. asymptotically no310

speedup. We discuss how to alter the priority function to mitigate these worst-case instances on trees311

in the Appendix. The next section shows experimentally that such worst-case instances are unlikely.312

5 Evaluation313

We now empirically test the performance of the relaxed priority-based algorithms, comparing it314

against prior work. For the experiments, we have implemented multiple priority-based algorithms315

and instantiated them with both exact and relaxed priority schedulers.316

Priority-based algorithms. We implemented several variants of sequential belief propagation,317

among which synchronous (round-robin), residual, weight decay, and residual without lookahead.318

These variants were briefly described in Section 2, and are specified in detail in Appendix C.319

For residual splash, we implemented two variants. The first is the standard splash algorithm, as320

given in [17]. The second is our own optimized version we refer to as smart splash, which only321

updates messages along breadth-first-search edges during a splash operation. This variant has similar322

convergence as the baseline residual splash algorithm, but performs fewer message updates and323

should be more efficient. We include the following instantiations of the algorithms in the benchmarks324

and compare them against the sequential residual algorithm. Please see Section 3.3 or Appendix C325

for implementation details.326

Prior work algorithms. We ran many possible concurrent variants for the baseline algorithms,327

and chose the four best to we compare against our relaxed versions. For the full results, please see328

Appendix E. First, we choose the parallel version of the standard synchronous belief propagation329

(Synch). We omit some synchronous algorithms such as the randomized synchronous belief prop-330

agation of Van der Merve et al. [11] since they perform consistently worse (Appendix E.2.4). We331

also include the exact residual algorithms implemented via the coarse-grained priority queue, which332

maintains exact priority order. Specifically, here we implemented standard the residual BP algorithm333

(Coarse-G) and the splash algorithm of [17] (Splash) with the best value of H , which we found to334

be 10.335

We also include the randomized version of splash algorithm (Random Splash) proposed in the336

journal version of the paper [16] with H = 2, which performed best. This algorithm uses a similar337

idea of relaxation, but, crucially, instead of a Multiqueue scheduler, they implement a naive relaxed338

queue where threads randomly insert and delete into p exact priority queues. While this distinction339

may seem small, it is known [3] that this variant does not implement a k-relaxed scheduler for340

any k, as its relaxation factor grows (diverges) as more and more operations are performed, and341

therefore corresponds to picking tasks at random to perform. As we will see in our experimental342

analysis, this does result in a significant difference between the number of additional (wasted) steps343

performed relative to a relaxed priority scheduler. Finally, we note that we are the first to implement344

this algorithm.345

Relaxed algorithms. We compare the above algorithms against the algorithms we propose, i.e.346

relaxed versions of residual belief propagation (Relaxed Residual), weight decay belief propagation347

(Weight-Decay), residual without lookahead (Priority) and smart splash (Relaxed Smart Splash)348
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Input Prior Work Relaxed
Synch Coarse-G Splash (10) Random Splash (2) Residual Weight-Decay Priority Smart Splash (2)

Tree 2.538x 0.265x 1.648x 2.252x 1.391x 1.282x 1.239x 2.121x
Ising 3.009x 0.801x 5.393x 11.731x 6.720x 6.276x 5.759x 14.175x
Potts — 0.624x 1.041x 11.855x 7.454x 5.978x 5.850x 15.235x

LDPC 17.735x 1.166x — 5.150x 13.393x 5.615x — 10.519x
Table 1: Algorithm speedups with respect to the sequential residual algorithm. Higher is better.

Input Prior Work Relaxed
Synch Coarse-G Splash (10) Random Splash (2) Residual Weight-Decay Priority Smart Splash (2)

Tree 48.000x 1.003x 16.442x 8.344x 1.020x 1.012x 3.657x 2.565x
Ising 45.006x 1.003x 9.266x 5.787x 1.058x 1.068x 1.816x 1.878
Potts — 1.006x 9.005x 5.983x 1.068x 1.053x 1.791x 1.891x

LDPC 4.404x 1.003x — 4.089x 1.007x 0.883x — 0.973x
Table 2: Total updates relative to the sequential residual algorithm at 70 threads. Lower is better.

with the best value H = 2. For all these algorithms, the scheduler is a Multiqueue with 4 priority349

queues per thread, as discussed in Section 3, which we found to work best (although other values350

behave similarly).351

Methodology. We run our experiments on four MRFs of moderate size: a binary tree of size 107, an352

Ising model [14, 20] of size 103×103, a Potts [38] of size 103×103 and the decoding of (3, 6)-LDPC353

code [30] of size 3 · 105. More information about tasks and running times given in Appendix D.354

For each pair of algorithm and model, we run each experiment five times, and average the execution355

time and the number of performed updates on the messages. We executed on a 4-socket Intel Xeon356

Gold 6150 2.7 GHz server with four sockets, each with 18 cores, and 512GB of RAM. The code357

is written in Java; we use Java 11.0.5 and OpenJDK VM 11.0.5. Our code is available at https:358

//cutt.ly/neurips20208924. Our code is fairly well optimized—in sequential executions it359

outperforms the C++-based open-source framework of libDAI [25] by more than 10x, and by more360

that 100x with multi-threading. The sizes of the inputs described in the previous paragraph are chosen361

such that their execution is fairly long while the data still can fit into RAM.362

We run the baseline algorithm on one process since it is sequential, while all other algorithms are363

concurrent and, thus, are executed using 70 threads. The execution times (speedups) relative to364

the sequential baseline are presented in Table 1. Each cell of the table shows how much faster the365

corresponding algorithm works in comparison to the sequential residual one, i.e., higher is better;366

“—” means that the execution did not converge within a reasonable limit of time.367

Results. See Table 1 for the speedups versus the baseline, on 70 threads. (For ablation studies,368

see Appendix E.) On trees, the fastest algorithm is, predictably, the synchronous one, since on369

tree-like models with small diameter D it performs only approximately O(D) times more updates in370

comparison to the sequential baseline, while being almost perfectly parallelizable. So, it works well371

on perfect binary tree as our Tree model, but works much worse on the chain graphs. On Ising and372

Potts models, the best algorithm is Relaxed Smart Splash (RSS) withH = 2. The algorithm closest to373

it is Random Splash with H = 2, which is 20−30% slower. For LDPC decoding, which is a tree-like374

model, the best-performing is again the Synchronous algorithm. We note the good performance of the375

relaxed residual algorithm, as well as of RSS, and the relatively poor performance of Random Splash,376

due to high numbers of wasted updates. Examining Table 2, we notice in general the relatively low377

number of wasted updates for relaxed algorithms. In summary, the choice of algorithm can depend on378

the model; however, one may choose Relaxed Smart Splash since it performs well on all our models.379

6 Discussion380

We have investigated the use of relaxed schedulers in the context of the classic belief propagation381

algorithm for inference on graphical model, and have shown that this approach leads to an efficient382

family of algorithms, which improve upon the previous state-of-the-art non-relaxed parallelization383

approaches in our experiments. Overall, our relaxed implementations, either Relaxed Residual or384

Relaxed Smart Splash, have state-of-the-art performance in multithreaded regimes, making them a385

good generic choice for any belief propagation task.386

For future work, we highlight two possible directions. First is to extend our theoretical analysis387

to cover more types of instances; however, as we have seen, the structure of belief propagation388

schedules can be quite complicated, and the challenge is the figure out a proper framework for more389

general analysis. Second possible direction is extending our empirical study to a massively-parallel,390

multi-machine setting.391
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Broader impact392

As this work is focused on speeding up existing inference techniques and does not focus on a specific393

application, the main benefit is enabling belief propagation applications to process data sets more394

efficiently, or enable use of larger data sets. We do not expect direct negative societal consequences395

to follow from our work, though we note that as with all heuristic machine learning techniques, there396

is an inherent risk of misinterpreting the results or ignoring biases in the data if proper care is not397

taken in application of the methods. However, such risks exist regardless of our work.398
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A Analysis521

Lemma 2. Assume a k-relaxed scheduler Qk for belief propagation in the tree model defined above.522

The total number of updates performed by relaxed residual BP can be bounded as follows:523

– Good case: uniform expansion. If the tree model has identical and non-deterministic edge factors524

ψij with ψij(xi, xj) 6= 0 for all {i, j}, then the total number of updates performed by relaxed525

residual BP is n+O(Hk2).526

– Bad case: long paths. There exists a tree instance with height H = o(n) and an adversarial527

scheduler where relaxed residual belief propagation performs Ω(kn) message updates.528

Proof. Good case: uniform expansion. As the first case, we consider the tree model in the case529

where the edge factors ψij are identical for all edges and not deterministic, i.e. ψij(xi, xj) 6= 0 for530

all {i, j}. Let us say that the level of a message µi→j is ` if the distance from i to the root r is `. The531

conditions we imposed our Markov random field, together with the update rule (2), imply that the532

residuals of the messages are decreasing in the level ` of the message, and all messages on level ` will533

have the same residual when they are in the frontier. This means that residual schedule will prefer534

updating messages on lower levels first.535

Now consider the progress of the relaxed residual belief propagation on this tree; let H denote the536

height of the tree. Now assume that all messages on levels 0, 1, . . . , `− 1 have had a useful update,537

and consider how many wasted updates we can make in the worst case before all messages on level `538

have been processed. Let f denote the number of message on level ` still in the frontier:539

– While f ≥ k, there are at least k messages of level ` on the frontier. Since they have the highest540

residual out of the messages in the frontier, each update is a useful update of a message on level `.541

– When f < k, there can be updates that do not hit messages on level `, which can possibly be542

wasted updates. However, the highest-priority messages are still from level `, so every kth update543

will hit a message on level ` by the guarantees of the scheduler. Thus, in (k − 1)f = O(k2)544

updates, all remaining messages on level ` have been processed.545

Since there can be at most n− 1 useful updates, and the number of levels is H − 1, the total number546

of updates performed by relaxed residual belief propagation is n+O(Hk2).547

Bad case: long paths. A simple example where relaxed residual belief propagation performs poorly548

is a path. That is, if our underlying tree is a path of length n with a root at one end, then relaxed549

residual belief propagation can perform Ω(kn) message updates in the worst case. However, the path550

has height H = n, so one might ask if there is a general upper bound of form n+O(Hk2) on trees551

without restricting the edge factors as in our previous example.552

Unfortunately, turns out that without the restrictions above, we can construct examples of trees with553

height H = o(n) where relaxed residual belief propagation still performs Ω(kn) message updates554

(see Figure 2 for an illustration):555

(1) Start with a path of length
√
n, with a root at one end.556

(2) Attach a new path of length
√
n to each vertex.557

(3) For each remaining degree-2 node in the graph, attach a single new node to it.558

Figure 2: Example of the tree where relaxed resid-
ual belief propagation performs poorly.

This construction results in a 3-regular rooted
tree with Θ(n) nodes and depth H = O(

√
n).

Finally, we choose the edge factors so that residu-
als on the side paths are larger than the residuals
on the main path, so residual belief propagation
will prefer following the side paths first.

One can now observe that under the adversarial
model for the relaxed scheduler, the adversary
can select the execution of the relaxed scheduler
so that the frontier size never exceeds 4. That
is, adversary forces the algorithm to process the
graph one side path at time, wasting k − 1 steps
between each useful update.
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Finally, we note that the same construction can be generalized to obtain instances with similar
relaxation overhead and diameter O(n1/c) for larger constants c < k, by simply working with paths
of length n1/c and repeating the path attachment step c times.

Remark 3. As suggested by the above examples, one might consider changing the priority function559

to preferentially select messages closer to the source. This can lead to improved work guarantees for560

the relaxed schedule. Indeed, we discuss one concrete example in Section B, where we show how561

to relax the optimal schedule on trees. However, it is not straightforward to construct such priority562

functions so that they also make sense on general graphs, which can have non-monotonic potentials563

and cycles.564

B Optimal schedule on trees565

On trees, the belief propagation gives exact marginals under any schedule that updates each edge
infinitely often. However, there is an optimal schedule that updates each message exactly once,
requiring O(n) message updates [27]. Assume the tree has a fixed root v:

(1) In the first phase, all messages towards the root are updated starting from the leaves; each566

message is updated only after all its predecessors have been updated.567

(2) In the second phase, all messages away from the root are update starting from the root.568

This schedule can be modeled in the priority-based scheduling framework as follows:569

(1) Initially, the outgoing messages at leaf nodes have priority n, and all other messages have570

priority 0.571

(2) When message is updated with non-zero priority, its priority is changed to 0.572

(3) Once all messages µk→i for k ∈ N(i) \ {j} have been updated once with non-zero priority,573

the message µi→j changes to priority to minimum of update priorities of the incoming edges574

minus one.575

This priority function can clearly be implemented by keeping a constant amount of extra information576

per message. When the above schedule is executed with an exact scheduler, the algorithm will update577

each message once with non-zero priority before considering any messages with zero priority, and by578

following the analysis of [27], one can see that the algorithm has converged at that point.579

Similarly, in the relaxed version of the schedule, the algorithm has converged once all messages have580

been updated once with non-zero priority. In addition, some messages may be updated multiple times581

with priority 0; we call these wasted updates, and the updates done while the message has non-zero582

priority useful updates.583

Claim 4. The relaxed version of the optimal schedule on trees performs O(n + k2H) message584

updates, where H is the height of the tree.585

Proof. For the purposes of analysis, assign messages into buckets B1, B2 . . . , Bn so that bucket B`586

contains the messages that will have their useful update done with priority `. One can observe that587

the update priority of message µi→j is the n− d, where d is the maximum distance from node i to a588

leaf using a path that does not cross edge {i, j}. Since this is bounded by the diameter of the tree,589

there are at most 2H non-empty buckets.590

Assume that all messages in buckets Bn, Bn−1, . . . , B`+1 have been already had a useful update. We591

now show that in there can be at most k2 wasted updates before all messages in B` have had a useful592

update. Since all earlier buckets have been processed, all messages in B` have either already had a593

useful update, or have priority `. Let b be the number of messages remaining in bucket B`:594

– While b ≥ k, there are at least k messages with priority `, so each update is a useful update595

of a message in B`596

– When b < k, there can be wasted updates. However, since buckets Bn, Bn−1, . . . , B`+1597

have had all useful updates, the top elements in the schedule will be from bucket B`, and598
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thus by the guarantees of the scheduler, there can be at most k − 1 wasted updates before599

the top element is processed. Thus, in b(k − 1) = O(k2) updates, all remaining messages600

of B` will have their useful update.601

By an inductive argument, all non-empty buckets have been processed after O(k2H) wasted updates,602

so the total number of updates is O(n+ k2H).603

C Algorithms604

C.1 Asynchronous belief propagation605

Starting with Elidan et al. [14], there has been a line of research arguing that asynchronous or iterative606

schedules for belief propagation tend to converge more reliably and with fewer message updates that607

the synchronous schedule. In particular, the practical work has focused on developing schedules that608

attempt to iteratively perform ‘the most useful’ update at each step; the most prominent of these609

algorithms is the residual belief propagation of Elidan et al. [14], with other proposals aiming to610

address the shortcomings of residual belief propagation in various cases.611

Residual belief propagation. Given a current state of messages, let µ′i→j denote the message we612

would obtain by applying the message update rule (2) to message µi→j . In residual belief propagation,613

the priority of a message is given by the residual res(µi→j) of a message µi→j , defined as614

res(µi→j) = ‖µ′i→j − µi→j‖ , (4)

where ‖·‖ is an arbitrary norm; in this work, we assume L2 norm is used unless otherwise specified.615

That is, the residual of a message corresponds to amount of change that would happen if message µi→j616

would be updated. Note that this means that residual belief propagation performs lookahead, that is,617

the algorithm precomputes the future updates before applying them to the state of the algorithm.618

Weight decay belief propagation. Weight decay belief propagation of [20] is a variant of residual619

belief propagation that penalizes message priorities for repeated updates. That is, let m(µi→j) denote620

how many times message µi→j has been updated by the algorithm, and let res(µi→j) denote the621

residual of a message as above. The priority function of weight decay belief propagation is622

r(µi→j) =
res(µi→j)

m(µi→j)
.

The motivation behind this weight decay scheme is that empirical observations suggest that one623

possible failure mode of residual belief propagation is getting stuck in cycles with large residuals; the624

weight decay prioritizes other edges in cases where this happens.625

Residual without lookahead. Another variant of residual belief propagation is the lookahead-626

avoiding belief propagation of [38]. As the name implies, this algorithm does not perform the exact627

residual computation using (4), but instead approximates the residuals indirectly, with the aim of628

reducing the computational cost of priority updates.629

Informally, the basic idea is that for each message µi→j , we track the amount other incoming630

messages at node i have changed since the last update of µi→j , and use this to define the priority of631

updating µi→j . The actual approximation in the algorithm uses a slightly different notion of residual632

from (4), so we refer to [38] for full details.633

C.2 Parallel belief propagation634

As discussed above, the question of parallelizing belief propagation is fairly poorly understood.635

The synchronous schedule is trivially parallelizable by performing updates within each round in636

parallel, but the improved converge properties of the iterative schedules cannot easily be translated to637

parallel setting. There have been recent proposals that aim to bridge this gap in an ad-hoc manner by638

designing custom algorithms for specific parallel computation settings.639

Residual splash. The residual splash belief propagation [16] is a vertex-based algorithm inspired640

by residual belief propagation. The residual splash algorithm was initially designed for MapReduce641

computation, and it aims to have larger individual tasks while retaining a similar structure to residual642

belief propagation.643
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Specifically, the residual splash algorithm works by defining a priority function over nodes of the644

Markov random field, and selecting the next node to process in a strict priority order. For the selected645

node, the algorithm performs a splash operation that propagates information within distance H in the646

graph; in practice, this results in threads performing larger individual tasks at once, offsetting the cost647

of accessing the strict scheduler.648

In detail, the priority of for nodes is given by the node residual, defined as649

res(i) = max
j∈N(i)

res(µj→i) .

Given a depth parameter H , the splash operation at node i is defined by following sequence of650

message updates:651

(1) Construct a BFS tree T of depth H rooted at node i.652

(2) In the reverse BFS order on T—starting from leaves—process all nodes in T , updating all653

outgoing messages for each node processed.654

(3) Repeat the previous step in BFS order, i.e., starting from the root.655

In other words, this process gather all available information at radius H from the selected node, and656

propagates it to all nodes within the radius.657

Randomized synchronous belief propagation. Van der Merve et al. [11] proposed a parallelization658

scheme for belief propagation on GPUs, mixing the structure of synchronous and residual belief659

propagation. Their algorithm considers all messages at once in global rounds, and performs the660

following filter-and-select steps before computing the message updates:661

(1) Filter out all messages whose residuals are below the convergence threshold.662

(2) Out of the remaining messages, select a p fraction of messages uniformly at random to663

update.664

Alternatively, the process can perform the algorithm on per-node basis, using node residuals as in the665

residual splash algorithm.666

The fraction p is adjusted on the fly based on the convergence of the algorithm, preferring a low667

value if the algorithm is converging slowly, and a high value if it is converging fast. Concretely, the668

selection scheme for p used by [11] is to set p = 1 if the number of messages above the convergence669

threshold decreased by at least 10% in the last round, and set it to a smaller fixed value otherwise.670

We note that the randomized synchronous algorithm is particularly well suited for GPU use, as671

the filter-and select steps can be efficiently implemented on GPUs. However, as shown by our672

experimental study, this strategy is not efficient on a subset of real-world models, when ported to673

CPU. Conversely, as discussed by the authors of [11], the dynamic priority-based strategy we propose674

would be hard to implement efficiently on GPUs, due to its irregular structure.675

D Models676

We run our experiments on four Markov random fields models.677

Trees. As a simple base case, we consider a simple tree model similar to the analytical setting in678

Section 4. The underlying graph is a full binary tree on 10 millions vertices, and the other parameters679

are set up as follows:680

– All variables are binary, i.e. the domain is {0, 1} for each variable.681

– Vertex factors are (0.1, 0.9) for the root and (0.5, 0.5) for all other vertices.682

– Edge factors are ψij(x, y) =

{
1, x = y

0, x 6= y
for all edges.683

As discussed in Section 4, these choices create a setup where the belief propagation has to propagate684

information from the root to all other nodes. Thus, under an optimal schedule, the total number of685

performed updates is be equal to 107 − 1. Since we know that all algorithms will converge on this686

model, we run the algorithms until exact convergence.687
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Ising and Potts models. Ising and Potts models are Markov random fields defined over an n× n688

grid graph, arising from applications in statistical physics. Both of Ising [14, 20] and Potts [38]689

models were used in prior work as test case, and in general they offer a class of good test instances,690

as they both exhibit complex cyclic propagations and are easy to generate.691

For the parameters of the models, we mostly follow prior work in the setup. As the underlying graph,692

we use a 103 × 103 grid graph to get instances where the effects of parallelization are clearly visible.693

For the Ising model, we select the factors similarly to [14, 20]:694

– The variable domain is {−1, 1} for all variables.695

– Vertex factors are ψi(x) = eβix.696

– Edge factors are ψij(x, y) = eαijxy .697

– The parameters αij and βi are chosen uniformly at random from [−1, 1].698

For the Potts model, we select the factors following [38]:699

– The variable domain is {0, 1} for all variables.700

– Vertex factors are ψi(x) =

{
eβi , x = 1

1, x = 0
.701

– Edge factors are ψij(x, y) =

{
eαij , x = y

1, x 6= y
.702

– The parameters αij and βi are chosen uniformly at random from [−2.5, 2.5].703

For both Ising and Potts models, we set the convergence threshold to 10−5. That is, we terminate704

algorithm once all task have priority below this threshold.705

LDPC codes. Finally, we generate Markov random fields corresponding to the (3, 6)-LDPC (low706

density parity check code [15]) decoding. LDPC decoding is one of the more successful application707

of belief propagation. We consider a simple version of LDPC decoding task where convergence708

guarantees exist [29]. However, we stress that coding theory is its own extensive research area, and709

far more optimized codes and decoding algorithms exist in practice—we simply use LDPC decoding710

to observe the comparative scaling behavior of our implementations on instances where synchronous711

belief propagation is guaranteed to converge. For a more detailed background on LDPC decoding712

and other aspects of coding theory, refer e.g. to the book [30].713

More precisely, we consider (3, 6)-LDPC decoding over a binary symmetric channels. Informally,714

a (3, 6)-LDPC code is a (3, 6)-regular bipartite graph, where each degree 3 node corresponds to a715

binary variable and each degree 6 node corresponds to a constraint of form xi1 +xi2 + . . .+xi6 = 0716

over the neighboring variables xi1 , xi2 , . . . , xi6 . Each sequence of variables that satisfies the all the717

constraints is codeword of the code. The basic setup is then that we send a codeword over a channel718

that flips each bit with probability ε, and the receiver will run belief propagation and use results of719

marginalization to infer the original codeword.720

For our experiments, we build a (3, 6)-LDPC instance with 300 000 variable nodes and 150 000721

constraint nodes by selecting a random (3, 6)-regular bipartite graph, and initialize the node factors722

corresponding to the all-zero codeword sent over binary symmetric channel with error probability723

ε = 0.07. Under these conditions, belief propagation is guaranteed to correctly decode the instance724

with high probability [29]; indeed, all the algorithms that converged decoded the codeword correctly725

in our experiments. The codeword length was again selected to get roughly comparable baseline726

running times as for the other instances.727

Concretely, we get Markov random field where the underlying graph is a random bipartite graph with728

450 000 nodes. For each variable node i, let xi ∈ {0, 1} be the ‘transmitted’ value of the variable,729

randomly generated to be 1 with probability ε and 0 otherwise. The factors have the following730

structure:731

– The domains of variable nodes are binary domains {0, 1}. For the constraint nodes, the732

domain is {0, 1}6—different bit masks of length 6.733

– The node factors for variable nodes are734

ψi(y) =

{
1− ε, y = xi
ε, y 6= xi.
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Input Residual Prior Work Relaxed
Synch CG S 2 S 10 RS 2 RS 10 Residual WD Priority RSS 2 RSS 10

Tree 1.30 min 2.538x 0.265x 0.608x 1.648x 2.252x 2.241x 1.391x 1.282x 1.239x 2.121x 2.110x
Ising 2.76 min 3.009x 0.801x 0.609x 5.393x 11.731x 13.512x 6.720x 6.276x 5.759x 14.175x 10.337x
Potts 3.02 min — 0.624x 0.484x 1.041x 11.855x 12.854x 7.454x 5.978x 5.850x 15.235x 11.091x

LDPC 4.62 min 17.735x 1.166x — — 5.150x — 13.393x 5.615x — 10.519x —
Table 3: Algorithm speedups with respect to the sequential residual algorithm. Higher is better.

Input Residual Prior Work Relaxed
Synch CG S 2 S 10 RS 2 RS 10 Residual WD Priority RSS 2 RSS 10

Tree 10M 48.000x 1.003x 8.658x 16.442x 8.344x 15.197x 1.020x 1.012x 3.657x 2.565x 5.027x
Ising 25.3M 45.006x 1.003x 5.719x 9.266x 5.787x 10.232x 1.058x 1.068x 1.816x 1.878x 6.147x
Potts 30M — 1.006x 5.903x 9.005x 5.983x 9.109x 1.068x 1.053x 1.791x 1.891x 6.328x

LDPC 7.23M 4.404x 1.003x — — 4.089x — 1.007x 0.883x — 0.973x —
Table 4: Total updates relative to the sequential residual algorithm at 70 threads. Lower is better.

For the constraint nodes, the node factor ψc(y) is equal to the number of ones in y ∈ {0, 1}6735

modulo 2; this effectively penalizes any value that does not satisfy the constraint.736

– Edge factors ψic(x, y) is one if the corresponding bit in the y ∈ {0, 1}6 equals x ∈ {0, 1},737

and is zero otherwise.738

For the LDPC instances, we set the convergence threshold to 10−2 to ensure fast convergence; this739

approximates the behavior of actual LDPC decoders.740

E Experiments741

In this section, we provide an additional study on the evaluation of the algorithms. At first, we give742

the extended results of running the algorithms on the moderate size inputs chosen in the main body of743

the paper. Unfortunately, due to the reasonably high running time it was impossible to make enough744

points for the plots to reason about the general effect of the parallelization. Thus, we execute the745

algorithms on a little bit smaller inputs.746

E.1 Moderate size inputs747

To present all the executed algorithms in the table, we shrink the abbreviations a little bit: Coarse-748

Grained now becomes CG, Splash becomes S, Random Splash becomes RS, Relaxed Residual749

rests Residual, Weight-Decay becomes WD, Relaxed Priority becomes Priority, and, finally,750

Relaxed Smart Splash becomes RSS. Table 3 contains the execution times (speedups) of the751

algorithms relative to the sequential baseline. Table 4 contains the number of updates performed by752

the algorithms in compare to the number of updates performed by the sequential baseline. The results753

do not differ much from the ones presented in the main body of the paper. The only notable thing is754

that Random Splash withH = 10 it performs better on Ising and Potts model than Random Splash755

with H = 2. However, we chose Random Splash with H = 2 as the best one, since Random Splash756

with H = 10 does not finish on LDPC input. Nevertheless, Relaxed Smart Splash outperforms757

Random Splash with both settings of H .758

E.2 Small size inputs759

In this subsection, we decrease the size of the inputs. Now, Tree model maintains a tree of size 106,760

Ising and Potts models are built on top of 300 × 300 grid graph, and, finally, LDPC model is set761

up with 30 000 length of the input vector. In general, we simply reduce the sizes of the models by762

approximately 10.763

E.2.1 Scaling764

How to read the plots. There are two types of plots per each model: the first shows the execution765

time of the algorithms, while the other one shows the number of updates performed. On the x axis766

we have the number of threads the algorithms were run on, while on the y axis we have: the time in767

seconds (for time plots) and the number of updates (for update plots). The dashed lines on the plots768

correspond to the algorithms that use a relaxed scheduler, while the others use either no concurrent769

scheduler, or an exact priority queue.770
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Synchronous
Weight-decay
Splash H=5
Smart Splash H=10

Coarse-Grained Residual
Splash H=2
Smart Splash H=5
Relaxed Smart Splash H=10

Relaxed Residual
Smart Splash H=2
Relaxed Smart Splash H=5

Relaxed Priority
Relaxed Smart Splash H=2
Splash H=10

(a) Execution time (b) Number of updates
Figure 3: The results of the evaluation of the algorithms on the Tree model

(a) Execution time (b) Number of updates
Figure 4: The results of the evaluation of the algorithms on Ising model

Whenever we have omitted algorithms from the plots or display incomplete data, this indicates poor771

performance for that algorithm on the metric displayed on the graph: either the algorithm did not772

converge or the values exceed the limit of the plot.773

Tree model. As one can observe on the time plot (Figure 3a), the three algorithms with the best774

scaling on the tree instance are the synchronous belief propagation, relaxed residual and the weight-775

decay algorithm. For the relaxed algorithms, this mirrors our theoretical analysis from Section 4: as776

can be seen from Figure 3b, the relaxation incurs very low overhead in terms of additional updates,777

while the overhead from parallelization is also low. By contrast, the exact residual belief propagation778

performs exactly the minimum number of updates needed, but scales very badly due to the contention779

on the priority queue.780

We note that on the tree instance, the synchronous belief propagation also scales very well when781

parallelized. The amount of work can be split evenly between the threads, and only O(log n)782

synchronous rounds are required for convergence.783

Ising and Potts model. Ising and Potts models represent more challenging instances with lots of784

cycles, and are generally thought to be more representative of hard general graph instances for belief785

propagation. As can be seen in Figures 4a and 5a, relaxed algorithms perform consistently well on786

these instances, with relaxed residual belief propagation giving consistently the fastest convergence.787

These are followed by the exact splash algorithms, which generally perform slightly worse; however,788
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Synchronous
Weight-decay
Splash H=5
Smart Splash H=10

Coarse-Grained Residual
Splash H=2
Smart Splash H=5
Relaxed Smart Splash H=10

Relaxed Residual
Smart Splash H=2
Relaxed Smart Splash H=5

Relaxed Priority
Relaxed Smart Splash H=2
Splash H=10

(a) Execution time (b) Number of updates
Figure 5: The results of the evaluation of the algorithms on Potts model

(a) Execution time (b) Number of updates
Figure 6: The results of the evaluation of the algorithms on decoding LDPC code

the scaling seems to be somewhat sensitive to the choice of the parameter H . Both the synchronous789

and exact residual belief propagation are omitted, as the former did not consistently converge, and790

the latter was very slow.791

An interesting insight is that the exact variants of splash and smart splash do not converge at all in792

single-threaded executions for some values of the parameter H , but always converge on two and more793

threads. Similarly, synchronous belief propagation, which has a fixed schedule, does not converge. By794

contrast, relaxed smart splash converged under all parameter values. We conjecture that this is due to795

the phenomenon observed by [20]: exact priority-based algorithms may get stuck in non-convergent796

cyclic schedules, and injecting randomness into the schedule may help the algorithm to ‘escape’ these797

situations. In particular, relaxation to the priority queue, i.e., sometimes executing low-priority items,798

can provide a such source of randomness. Similarly, an increase in the number of threads leads to the799

relaxation of the algorithm even for exact schedulers, as several messages are processed in parallel,800

not only the best one. Thus, we empirically observe that the randomness in the relaxation might help801

belief propagation to avoid bad cyclic schedules and, therefore, converge.802

LDPC model. There are five algorithms that perform similarly (Figure 6a): synchronous belief803

propagation, relaxed residual belief propagation, the weight decay algorithm, relaxed smart splash804

with H = 2 and, finally, smart splash with H = 2. The other algorithms did not converge within our805

five minutes time limit per experiment.806
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Message updates

Threads Tree Ising Potts LDPC

Exact 1 1000000 2279000 2700000 1464000

Relaxed 1 +0.14% +0.11% -0.01% +0.55%
2 +0.26% +0.24% +0.37% +0.57%
6 +0.56% +2.50% +2.70% +0.64%
10 +0.92% +3.71% +4.45% +1.05%
20 +2.08% +5.27% +5.87% +1.41%
30 +2.90% +6.10% +6.56% +1.87%
40 +3.48% +6.52% +7.39% +2.35%
50 +5.04% +6.83% +7.92% +2.83%
60 +4.96% +7.39% +8.28% +3.20%
70 +5.74% +7.71% +8.53% +3.70%

Table 5: Number of additional message updates performed by relaxed residual belief propagation
compared to exact residual belief propagation.

We note that synchronous belief propagation performs very well on this instance. This is not surprising,807

as standard belief propagation is known to perform well in LDPC decoding. Generally speaking,808

the necessary propagation chains seem to be very short on LDPC instances, and the synchronous809

algorithm parallelizes well in such cases.810

E.2.2 The effects of relaxation811

In Table 5, we measure how many more updates the relaxed residual algorithm needs to perform812

in comparison to the number of updates performed by the standard sequential residual algorithm,813

denoted as “baseline”. We count the total number of updates only approximately: we check the814

convergence condition only after every 1000 iterations.815

The left column indicates whether it is a baseline algorithm or the number of threads for relaxed816

residual belief propagation. The other columns present the numbers for each model we consider.817

Each cell contains the corresponding number of updates and how many more updates the relaxed818

version of the algorithm executed (percentage).819

On one process, relaxed residual performs more updates than the baseline does, except in the case820

of the Potts model. It is expected since our algorithm uses relaxed Multiqueue instead of the strict821

priority queue. Moreover, as expected the overhead on the number of updates in comparison to the822

baseline increases with the number of threads. This is again due to the relaxation of the priority823

queue–recall that we allocate 4× more queues than threads. Interestingly, this overhead is limited824

even on 70 threads—its maximum value is 9% maximum. This explains the good performance of our825

algorithm: we reduce the contention by relaxing accesses to the priority queue, while at the same826

time the total number of updates does not increase significantly.827

E.2.3 Relaxed versus Non-Relaxed Algorithms828

In Table 6, we analyze the speedups obtained by the relaxed residual algorithm relative to the best-829

performing non-relaxed alternative across models and thread counts. We notice that our algorithm830

outperforms the alternatives in most of the cases, often by a large margin—the highest speedup is of831

2.85×, whereas the highest slow-down is of 0.47x. Both occur on the Potts model, which is generally832

the most difficult instance in our tests. Overall, the combination of our relaxed scheduling framework833

combined with the standard residual belief propagation is clearly the algorithm of choice at high834

thread counts, where it consistently outperforms the alternatives; on the other hand, relaxed residual835

also performs reasonably well on a single thread, making it a consistently good choice all across the836

board.837

E.2.4 Random Synchronous Algorithm838

In Table 7, we present the execution time of random synchronous algorithm on 70 threads (Random839

Synch 70) with different values of lowP = 0.1, 0.4 and 0.7, where the parameter lowP controls the840
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Speedup

Threads Tree Ising Potts LDPC

1 0.89x 1.08x 1.04x 1.14x
2 0.75x 0.51x 0.47x 1.13x
6 1.20x 0.77x 0.73x 1.17x
10 1.16x 1.01x 0.94x 1.20x
20 1.36x 1.66x 1.89x 1.49x
30 1.38x 1.88x 1.82x 1.65x
40 1.61x 2.21x 1.90x 1.62x
50 1.91x 2.67x 2.36x 1.48x
60 1.89x 2.66x 2.85x 1.55x
70 1.61x 2.71x 2.44x 1.52x

Table 6: Speedup of relaxed residual belief propagation versus the best non-relaxed alternative on
different thread counts. We note that overhead of parallelization can overcome the benefits on small
thread counts, as seen in the scaling experiments.

random selection fraction p in steps where the algorithm is converging slowly (see Section C.2). We841

compare it with the execution time of two baselines: Synchronous algorithm on 70 threads (Synch842

70) and Relaxed Residual on one process (RR 1). Cells with ‘—’ indicate executions that either take843

more than five minutes to run or simply do not converge.844

To summarize, we did not include the execution time of random synchronous algorithm in the scaling845

plots since it exceeds the execution time of one of the baselines in all cases.846

Running time (s)

Algorithm Tree Ising Potts LDPC

Synch 70 4.088 — — 3.504
RR 1 5.579 9.012 10.583 25.663

Random Synch 70 lowP = 0.1 37.052 62.629 — 28.543
lowP = 0.4 8.420 20.396 — 7.269
lowP = 0.7 6.306 12.581 — 4.791

Table 7: Randomized synchronous algorithm versus baselines.
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